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Problem Definition

The UNDIRECTED FEEDBACK VERTEX SET (UFVS) prob-
lem is defined as follows:

Input: An undirected graph G = (V, E) and an inte-
gerk > 0.

Task: Find a feedback vertex set F C V with |F| < k
such that each cycle in G contains at least one vertex
from F. (The removal of all vertices in F from G re-
sults in a forest.)

Karp [11] showed that UFVS is NP-complete. Lund
and Yannakakis [12] proved that there exists some con-
stant € > 0 such that it is NP-hard to approximate the op-
timization version of UFVS to within a factor of 1 + €.
The best-known polynomial-time approximation algo-
rithm for UFVS has a factor of 2 [1,4]. There is a simple
and elegant randomized algorithm due to Becker et al. [3]
which solves UFVS in O(c-4%-kn) time on an n-vertex and
m-edge graph by finding a feedback vertex set of size k with
probability at least 1 — (1 — 4_k)”4k for an arbitrary con-
stant c. An exact algorithm for UFVS with a running time
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of O(1.7548") was recently found by Fomin et al. [9]. In
the context of parameterized complexity [8,13], Bodlaen-
der [5] and Downey and Fellows [7] were the first to show
that the problem is fixed-parameter tractable, i. e., that the
combinatorial explosion when solving it can be confined
to the parameter k. The currently best fixed-parameter al-
gorithm for UFV'S runs in O(c*-mn) for a constant ¢ [6,10]
(see [6] for the so far best running time analysis leading to
a constant ¢ = 10.567). This algorithm is the subject of this
entry.

Key Results

The O(cF-mn)-time algorithm for the UNDIRECTED FEED-

BACK VERTEX SET is based on the so-called “iterative

compression” technique, which was introduced by Reed et

al. [14]. The central observation of this technique is quite
simple but fruitful: To derive a fixed-parameter algorithm
for a minimization problem, it suffices to give a fixed-

parameter “compression routine” that, given a size-(k + 1)

solution, either proves that there is no size-k solution or

constructs one. Starting with a trivial instance and iter-
atively applying this compression routine a linear num-
ber of rounds to larger instances, one obtains a fixed-
parameter algorithm of the problem. The main challenge
of applying this technique to UFVS lies in showing that
there is a fixed-parameter compression routine.

The compression routine from [6,10] works as follows:

1 Consider all possible partitions (X,Y) of the size-
(k + 1) feedback vertex set F with |X| < k under the
assumption that set X is entirely contained in the new
size-k feedback vertex set Fand Y N F' = @

2 For each partition (X, Y), if the vertices in Y induce cy-
cles, then answer “no” for this partition; otherwise, re-
move the vertices in X. Moreover, apply the following
data reduction rules to the remaining graph:

e Remove degree-1 vertices.

o If there is a degree-2 vertex v with two neighbors v,
and v,, where v; ¢ Y or v, ¢ Y, then remove v and
connect v; and v;. If this creates two parallel edges
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between v; and v,, then remove the vertex of v;
and v, that is not in Y and add it to any feedback
vertex set for the reduced instance.
Finally, exhaustively examine every vertex set S with
size at most k — |X| of the reduced graph as to
whether S can be added to X to form a feedback ver-
tex set of the input graph. If there is one such vertex set,
then output it together with X as the new size-k feed-
back vertex set.
The correctness of the compression routine follows from
its brute-force nature and the easy to prove correctness of
the two data reduction rules. The more involved part is to
show that the compression routine runs in O(ck-m) time:
There are 2k+1 partitions of F into the above sets (X, Y)
and one can show that, for each partition, the reduced
graph after performing the data reduction rules has at
most d-k vertices for a constant d; otherwise, there is no
size-k feedback vertex set for this partition. This then gives
the O(ck-m)—running time. For more details on the proof
of the d-k-size bound see [6,10].

Given as input a graph G with vertex set {v1,...,v,},
the fixed-parameter algorithm from [6,10] solves UFVS
by iteratively considering the subgraphs G; := G[{vy,...,
vi}]. For i = 1, the optimal feedback vertex set is empty.
For i > 1, assume that an optimal feedback vertex set X;
for G; is known. Obviously, X; U {v;;1} is a solution set
for Gj;1. Using the compression routine, the algorithm
can in O(ck-m) time either determine that X; U {v;,1} is
an optimal feedback vertex set for Gj.i, or, if not, com-
pute an optimal feedback vertex set for Gj,;. For i = n, we
thus have computed an optimal feedback vertex set for G
in O(ck-mn) time.

Theorem 1 UNDIRECTED FEEDBACK VERTEX SET can
be solved in O(ck-mn) time for a constant c.

Applications

The UNDIRECTED FEEDBACK VERTEX SET is of funda-
mental importance in combinatorial optimization. One
typical application, for example, appears in the context of
combinatorial circuit design [1]. For applications in the ar-
eas of constraint satisfaction problems and Bayesian infer-
ence, see Bar-Yehuda et al. [2].

Open Problems

It is open to explore the practical performance of the de-
scribed algorithm. Another research direction is to im-
prove the running time bound given in Theorem 1. Fi-
nally, it remains a long-standing open problem whether
the FEEDBACK VERTEX SET on directed graphs is fixed-

parameter tractable. The answer to this question would
represent a significant breakthrough in the field.
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Problem Definition

This problem deals with the design of efficiently com-
putable incentive compatible, or truthful, mechanisms for
combinatorial optimization problems with selfish one-
parameter agents and a single seller. The focus is on ap-
proximation algorithms for NP-hard mechanism design
problems. These algorithms need to satisfy certain mono-
tonicity properties to ensure truthfulness.

A one parameter agent is an agent who as her private
data has some resource as well as a valuation, i. e., the max-
imum amount of money she is willing to pay for this re-
source. Sometimes, however, the resource is assumed to
be known to the mechanism. The scenario where a sin-
gle seller offers these resources to the agents is primarily
considered. Typically, the seller aims at maximizing the
social welfare or her revenue. The work by Briest, Krysta
and Vocking [6] will mostly be considered, but also other
existing models and results will be surveyed.

Utilitarian Mechanism Design

A famous example of mechanism design problems is given
by combinatorial auctions (CAs), in which a single seller,
auctioneer, wants to sell a collection of goods to poten-
tial buyers. A wider class of problems is encompassed
by a utilitarian mechanism design (maximization) prob-
lem IT defined by a finite set of objects A, a set of feasi-
ble outputs Oy € A" and a set of n agents. Each agent
declares a set of objects S; € A and a valuation func-
tionv; : P(A) x A" — R by which she values all possible
outputs. Given a vector S = (Sy,...,S,) of declarations

one is interested in output 0* € Oy maximizing the social
welfare, i.e., 0* € argmax, ¢, Z;’Zl vi(S;, 0). In CAs, an
object a corresponds to a subset of goods. Each agent de-
clares all the subsets she is interested in and the prices she
would be willing to pay. An output specifies the sets to be
allocated to the agents.

Here, a limited type of agents called single-minded
is considered, introduced by Lehmann et al. [10]. Let
R< € A? be a reflexive and transitive relation on A,
such that there exists a special object & € A with @ < a
for any a € A to model the situation in which some
agent does not contribute to the solution at all. For
a,be A (a,b) e R< will be denoted by a <b. The
single-minded agent i declares a single object a; and is fully
defined by her type (a;, v;), with a; € A and v; > 0. The
valuation function introduced earlier reduces to

vi, ifa; <o;

vi(ai,0) =
o 0, else.

Agent i is called known if object a; is known to the
mechanism [11]. Here, mostly unknown agents will be
considered. Intuitively, each a; corresponds to an ob-
ject agent i offers to contribute to the solution, v; de-
scribes her valuation of any output o that indeed selects
a;. In CAs, relation R< is set inclusion: an agent inter-
ested in set S will is also satisfied by §' with S C §'.
For ease of notation let (a,v) = ((a1,v1),...,(an,vn))s
(a—i,v—i) = ((a1,v1).....(aim1, vie1), (@i1, Vier), - oo
(an.vn)) and ((a;i, vi). (a—i. v—)) = (a.v).

Mechanism

A mechanism M = (A, p) consists of an algorithm A
computing a solution A(a,v) € O and an n-tuple
pla,v) = (pi(a,v),...,pn(a,v)) € R} of payments col-
lected from the agents. If a; < A(a,v);, agent i is se-
lected, and let S(A(a,v)) = {ila; < A(a,v);} be the set
of selected agents. Agent i’s type is her private knowl-
edge. Thus, the types declared by agents may not
match their true types. To reflect this, let (af,v}) re-
fer to agent i’s true type and (a;,v;) be the declared
type. Given an output o € Opy, the utility of agent i is
ui(a,v) =vi(a¥,o0) — pi(a,v). Each agent’s goal is to max-
imize her utility. To achieve this, she will try to ma-
nipulate the mechanism by declaring a false type if this
could result in higher utility. A mechanism is called truth-
ful, or incentive compatible, if no agent i can gain by
lying about her type, i.e., given declarations (a_;, v—;),
ui((af,v¥), (a—i,v—i)) = ui((a;, v;), (a—;,v—;)) for any

(ai,vi) #(aF.v}).
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V := max; v;, Best := (@, ...,0), best := 0;
, [og(1 —&)~'n] + 1 do
k= |log(V)] — j
if wk(A’;T(a, v)) > best then
Best := A];T(a, v); best := wk(A];T(a, v));

Algorithm A];T: Algorithm A%’ TAS
1 o= #; 1
2 fori=1,...,ndo 2 forj=0,...
3 v} := min{v;, 2K*1}; 3
4 vil=log - vi]; 4
5 return A(a,v"); 5

6 return Best;

Utilitarian Mechanism Design for Single-Minded Agents, Figure 1

A monotone FPTAS for utilitarian problem IT and single-minded agents

Monotonicity

A sufficient condition for truthfulness of approximate
mechanisms for single-minded CAs was first given by
Lehmann et al. [10]. Their results can be adopted for the
considered scenario. An algorithm A is monotone with
respect to R< if

i€ S(A((a;,vi), (a=i,v—y)))
= i€ S(A((a},v}), (a—i, v—)))

for any a; < a; and v§ > v,. Intuitively, one requires that
a winning declaration (a;, v;) remains winning if an ob-
ject a’, smaller according to R<, and a higher valuation v/
are declared. If declarations (a—;, v—;) are fixed and object
a; declared by i, algorithm A defines a critical value 6,
i.e., the minimum valuation v; that makes (a;, v;) win-
ning, i.e., i € S(A((a;,v;), (a—;,v—;))) for any v; > OiA
and i ¢ S(A((ai, vi), (a—;,v—;))) for any v; < 9;4. The
critical value payment scheme p* associated with A is de-
fined by p?(a, V) = GiA, if i € S(A(a,v)), and p‘?(a, v) =0,
otherwise. The critical value for any fixed agent i can be
computed, e.g., by performing binary search on interval
[0, vi] and repeatedly running algorithm A to check if i
is selected. Also, mechanism My = (A, pA) is normalized,
i. e., agents that are not selected pay 0. Algorithm A is ex-
act, if for declarations (a, v), A(a,v); = a; or A(a,v); = @
for all i. In analogy to [10] one obtains the following.

Theorem 1 Let A be a monotone and exact algorithm
for some utilitarian problem I1 and single-minded agents.
Then mechanism My = (A, p*) is truthful.

Additional definitions

In the unsplittable flow problem (UFP), an undirected
graph G = (V,E), |E| = m, |V| = n, with edge capacities
b, e € E, and a set K of k > 1 commodities described
by terminal pairs (s;, t;) € V x V and a demand d; and
a value ¢; are given. One assumes that max; d; < min, b,

d; € 10,1] foreachie K={1,...,k},and b, > 1 for all
e € E. Let B=min,{b,}. A feasible solution is a subset
K’ C K and a single flow s;-f;-path for each i € K’, such
that the demands of K’ can simultaneously and unsplit-
tably be routed along the paths and the capacities are not
exceeded. The goal in UFP, called B-bounded UFP, is to
maximize the total value of the commodities in K’. A gen-
eralization is allocating bandwidth for multicast com-
munication, where commodity is a set of terminals that
should be connected by a multicast tree.

Key Results
Monotone approximation schemes

Let IT be a given utilitarian (maximization) problem.
Given declarations (a, v), let Opt(a, v) denote an optimal
solution to IT on this instance and w(Opt(a, v)) the cor-
responding social welfare. Assuming that Ay is a pseu-
dopolynomial exact algorithm for /T an algorithm A’}Y and
monotone FPTAS for I7 is defined in Fig. 1.

Theorem 2 Let I1 be a utilitarian mechanism de-
sign problem among single-minded agents, Ap mono-
tone pseudopolynomial algorithm for IT with running
time poly(n,V), where V = max; v;, and assume that
V < w(Opt(a,v)) for declaration (a,v). Then AIID-}JTAS is
a monotone FPTAS for IT.

Theorem 2 can also be applied to minimization problems.
Section “Applications” describes how these approximation
schemes can be used for forward multi-unit auctions and
job scheduling with deadlines.

Truthful primal-dual mechanisms

For an instance G = (V, E) of UFP defined above, let S;
be the set of all s;-f;-paths in G, and S = Uik:1 S;. Given
S € Si, let gs(e) =d; if e € S, and gg(e) = 0 otherwise.
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Algorithm Greedy-1:
1 T::@;K:={19'~'7k};

2 foralle € Edo y, := 1/b,;
3 repeat
4 forall i € Kdo S; = argmin {}_,cs ye | S € Si}s
g Ci ]
5 jr=argmaxy ——— | i € K
d; Zees,- Ve
6 T =T U{S;;5 K:=K\{j}
7 foralle € Sj do y. := y. - (eB_lm)qsf(e)/(b“_l);
8 until) ,cpbeye > e ImorK =0;
9 return7.

Utilitarian Mechanism Design for Single-Minded Agents, Figure 2

Truthful mechanism for network (multicast) routing. e & 2.718 is Euler number.

UFP is the following integer linear program (ILP)

>

SES;

k
max E Ci-
i=1

s.t. Z qs(e)xs <b, Ve€ckE
S:S€S,e€$

)

Y oxs <1 Vie{l....k} (3)

SEeS;

xs €{0,1} VSeS. (4)

The linear programming (LP) relaxation is the same linear
program with constraints (4) replaced with xg > 0 for all
S € S. The corresponding dual linear program is

k
min Zbeye +Zzi
1

e€E i=

(5)

st zity qs(e)ye = ci Vie{l.....k}¥Se€S; (6)

e€S

zi,ye >0 Vie{l,...,k} Ve€E. 7)

Based on these LPs, Fig. 2 specifies a primal-dual mecha-
nism for routing, called Greedy-1. Greedy-1 ensures feasi-
bility by using y.’s: if an added set exceeded the capacity b,
of some e € E, then this would imply the stopping condi-
tion already in the previous iteration. Using the weak du-
ality of LPs the following result can be shown.

Theorem 3 Greedy-1 outputs a feasible solution, and it
isa (EL_BI(m)1/(3_1))—approximation algorithm if there is

a polynomial time algorithm that finds a y -approximate set
S;in line 4.

In case of UFP y = 1, as the shortest s;-t;-path computa-
tion finds set S; in line 4 of Greedy-1. For multicast rout-
ing, this problem corresponds to the NP-hard Steiner tree
problem, for which one can take y = 1.55. Greedy-1 can
easily be shown to be monotone in demands and valua-
tions as required in Theorem 1. Thus it implies a truth-
ful mechanism for allocating network resources. The com-
modities correspond to bidders, the terminal nodes of bid-
ders are known, but the bidders might lie about their de-
mands and valuations. In the multicast routing the set of
terminals for each bidder is known but the demands and
valuations are unknown.

Corollary 1 Given any € >0, B> 1+¢, Greedy-1 is
a truthful O(m"B=V)-approximation mechanism for UFP
(unicast routing) as well as for the multicast routing prob-
lem, where the demands and valuations of the bidders are
unknown.

When B is large, §2(log m), then the approximation fac-
tor in Corollary 1 becomes constant. Azar et al. [4] pre-
sented further results in case of large B. Awerbuch et al. [3]
gave randomized online truthful mechanisms for uni-
and multicast routing, obtaining an expected O(log(um))-
approximation if B = §2(log m), where  is the ratio of the
largest to smallest valuation. Their approximation holds
in fact with respect to the revenue of the auctioneer, but
they assume that the demands are known to the mecha-
nism. Bartal et al. [5] give a truthful O(B - (m/0)VB=2)_
approximation mechanism for UFP with unknown valua-
tions and demands, where 6 = min;{d;}.

Greedy-1 can be modified to give truthful mecha-
nisms for multi-unit CAs among unknown single-mined
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Algorithm Greedy-2:

1 T :=0;
2 foralle € Udo y, := 1/b,;
3 repeat
cs
4 SE argmax{ S 4 SES\’T},
5 T =T U{S})
6 forall e € S do y, := y, - (ePm)1s(e)Vbe;
7 until) o beye > efm;
8 returnT.

Utilitarian Mechanism Design for Single-Minded Agents, Figure 3

Truthful mechanism for multi-unit CAs among unknown single-minded bidders. For CAs without multisets: gs(e) € {0, 1} for each

eeUSeS.

bidders.! Archer et al. [2] used randomized rounding
to obtain a truthful mechanism for multi-unit CAs, but
only in a probabilistic sense and only for known bidders.
Multi-unit CA among single-minded bidders is a special
case of ILP (1)-(4), where |S;| =1 for each i € K, and
qs(e) € {0,1} foreache € U, S € S (Eis U in CAs). A bid
of bidder i € K is (a;,v;) = (S,cs), S € S;, and cs = ¢; is
the valuation. The relation R< is C. Algorithm Greedy-2
in Fig. 3 is exact and monotone for CAs with unknown
single-minded bidders, as needed in Theorem 1.

Theorem 4 Algorithm Greedy-2 is a truthful O(m%)—ap—
proximation mechanism for multi-unit CAs among un-
known single-minded bidders.

Bartal et al. [5] presented a truthful mechanism for this
problem among unknown single-minded bidders which
is O(B - m”(B_Z))—approximate. (It works in fact for more
general bidders.)

Applications

Applications of the techniques described above are pre-
sented and a short survey of other results.

Applications of monotone approximation schemes

In a forward multi-unit auction a single auctioneer wants
to sell m identical items to n possible buyers (bidders).
Each single-minded bidder specifies the number of items
she is interested in and a price she is willing to pay. El-
ements in the introduced notation correspond to the re-
quested and allocated numbers of items. Relation R< de-

In the case of unknown single-minded bidders, the bidders have
as private data not only their valuations (as in the case of known
single-minded bidders) but also the sets they demand.

scribes that bidder i requesting ¢g; items will be satis-
fied also by any larger number of items. Mu’alem and
Nisan [11] give a 2-approximate monotone algorithm for
this problem. Theorem 2 gives a monotone FPTAS for
multi-unit auctions among unknown single-minded bid-
ders. This FPTAS is truthful with respect to agents where
both the number of items and price are private.

In job scheduling with deadlines (JSD), each agent i
has a job with running time t;, deadline d; and a price
v; she is willing to pay if her job is processed by dead-
line d;. Element g; is defined as a; = (¢;, d;). Output for
agent i is a time slot for processing i’s job. For two el-
ements a; = (t;,d;) and a = (t;,d}) one has a; < a] if
ti <t and d; > d.. Theorem 2 leads to a monotone FP-
TAS, which, however, is not exact (see Theorem 1) with
respect to deadlines, and so it is a truthful mechanism
only if the deadlines are known. The techniques of The-
orem 2 apply also to minimization mechanism design
problems with a single buyer, such as reverse multi-unit
auctions, scheduling to minimize tardiness, constrained
shortest path and minimum spanning tree problems [6].

Applications of the primal dual algorithms

The applications of the primal dual algorithms are com-
binatorial auctions and auctions for unicast and multicast
routing. As these applications are tied very much to the al-
gorithms, they have already been presented in Sect. “Key
Results”.

Survey of other results

First truthful mechanisms for single-minded CAs were
designed by Lehmann et al. [10], where they introduced
the concept of single-minded agents, identified the role
of monotonicity, and used greedy algorithms to design
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truthful mechanisms. Better approximation ratios of these
greedy mechanisms were proved by Krysta [9] with the
help of LP duality. A tool-box of techniques for designing
truthful mechanisms for CAs was given by Mu’alem and
Nisan [11].

The previous section presented a monotone FPTAS
for job scheduling with deadlines where jobs are selfish
agents and the seller offers the agents the facilities to pro-
cess their jobs. Such scenarios when jobs are selfish agents
to be scheduled on (possibly selfish) machines have been
investigated further by Andelman and Mansour [1], see
also references therein.

So far social welfare was mostly assumed as the ob-
jective, but for a seller probably more important is to
maximize her revenue. This objective turns out to be
much harder to enforce in mechanism design. Such truth-
ful (in probabilistic sense) mechanisms were obtained for
auctioning unlimited supply goods among one-parameter
agents [7,8]. Another approach to maximizing seller’s rev-
enue is known as optimal auction design [12]. A seller
wants to auction a single good among agents and each
agent has a private value for winning the good. One
assumes that the seller knows a joint distribution of
those values and wants to maximize her expected rev-
enue [13,14].

Cross References

Mechanisms that approximately maximize revenue for
unlimited-supply goods as of Goldberg, Hartline and
Wright 8 are presented in entry » Competitive Auction.
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